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# **Project Outline**

1. **General Issues**
	* Discuss problems encountered during the project and their resolutions.
	* Document achievements throughout the project.
	* Focus on aspects that we managed to achieve concerning the FYP.
	* Evaluate the lessons learned through the entire FYP process.
	* Consider approaches that we could have taken differently hypothetically
2. **Technical Issues**
	* Report any deviations from the initial design and additional research required.
	* Detail difficulties faced during project implementation.
	* Address issues with tools or software used in the development process.
	* Describe testing methods employed to assess the reliability of the software product.
3. **Documentation Standards**
	* Ensure all documentation follows the Institute's standards for formatting and presentation.

**Conclusion**

The outline above highlights the main objectives across the designated pages, ensuring clarity and thoroughness in the project report.

Our organised approach enhances the document's overall structure and guarantees it meets the lofty standards for a comprehensive report.

Concentrating on these key elements effectively communicates the project's goals and findings, offering readers a clear path to understanding the subject matter's complexities.

To conclude, this section has already provided an appropriate explanation to ensure we have an outline of the level of detail and the implementation of the higher standards in this report.

We have detailed specifications for the details in the core sections explored here, including the General Issues and all areas under this section that focus on the general key issues that focus on the project design, plan, and specifications over development or functionality.

The last key section is the Technical Issues and all the areas that relate to this section that focuses on technical documentation of the functionality and development, unlike General Issues except excluding all the related areas according to general issues we found in the project.

**Table Of Contents**

[**Project Outline** 2](#_Toc196681106)

[**Introduction** 4](#_Toc196681107)

[**General Issues** 5](#_Toc196681108)

[**Problems Encountered** 5](#_Toc196681109)

[**Achievements** 6](#_Toc196681110)

[**Unachieved Goals** 7](#_Toc196681111)

[**Lessons Learned** 7](#_Toc196681112)

[**Reflections for Future Projects** 8](#_Toc196681113)

[**Technical Issues** 9](#_Toc196681114)

[**Design Deviations** 9](#_Toc196681115)

[**Implementation Difficulties** 10](#_Toc196681116)

[**Tool and Software Issues** 11](#_Toc196681117)

[**Testing Methods** 12](#_Toc196681118)

[**References** 13](#_Toc196681119)

# **Introduction**

Hopefully, we will summarise and grant a solid introduction to the FYP Project Report.

In this report, we should accomplish a confident and well-documented report that provides appropriate detail and clarity on the key areas we will see delivered.

Starting with the general issues that arose throughout the FYP development process, including the learning outcomes, unforeseen errors and obstacles that we encountered through the development of the Final Year Project, how we resolved the issues or difficulties that include both the general or typical nonspecific issues, and the technicalities that are often involved in a project such is this.

What we mean by technicalities is simply the concerns and obstacles or talking about the development process as a whole, but more focused on the Project development that covers the technologies utilised, the functionalities, and the programmable side of things that will include the finalised coding libraries, programming languages utilised, the justification for the overall structure of the project in a more detailed format, and finally we will cover some aspects found in our general issues, we will see some crossover relating to the further development that we would strongly desire to pursue concerning future modifications that we may implement to for instance enhance or enable additional features or functionality, areas we manage to accomplish and unsuccessfully implement in the final project.

We will have the following sections that we will explore in this report, which goes as follows: Starting with our Project Outline for concise and enhanced readability and clarity, now we then move onto our Introduction, which gives a concise summary brief of the Project Report, followed by our Table Of Contents, to provide the entire structure and layout of the sections in this report.

Subsequent sections are the core sections of interest in this report: the General Issues, in which we focus on the aspects of the project, such as project planning and specifications, and the Technical Issues, focusing on the details attached to the project's development purpose.

Lastly, like all good documents, we will have a section that appropriately and correctly provides the proper citations and necessary sources referenced in this report.

With that said, we should hopefully accomplish and successfully cover all the areas for concern that should provide the reader with clear and concise documentation that provides and gives justice to the painstaking work that we put into this project to produce a functional and working final product, that we can gain a sense a proud from and with that said let us navigate to the next section in this report, an introduction into the General Issues and all areas that concern this section.

# **General Issues**

We will navigate to one of the two main sections at the core of this report, the General Issues section.

Here, we will cover the problems encountered, the accomplishments and unachieved goals, and the learning outcomes concerning project planning and finalised project specifications.

Finally, we will end this section with any future development we desire to implement into the Final Year Project.

## **Problems Encountered**

Here is a description of the challenges and resolutions.

Like all projects, there is no actual growth or progress in a project such as this if we do not encounter numerous challenges or problems when fine-tuning a reiteration of the initial specifications, only when we find it strictly necessary to alter the original project specifications.

However, in general, the problems here briefly mention and emphasise the overall problems in a summarised manner and do not focus on the specific project development technicalities and the overall programming-heavy perspective.

With that said, let us go through the problems we encountered.

We start with the most obvious one, which concerns this project.

We found this without reviewing the technical issues from the coding and project development perspective.

However, this project started with many adjustments to the prime candidate, which would become the backbone and hopefully handle a lot of the heavy lifting for us and become part of our overall Malware Analysis element of the project, which is a multi-architectural binary analysis tool called Angr ( Open-Source Tool ) which had to abandon due too many technical issues which we will go into when we discuss the Technical Issues.

The resolution to this problem, as mentioned, we decided to abandon Angr, which meant, unfortunately, we had to change strategy.

In the end, we instead used three prime candidates that are tools for overseeing the three main binary types we want our project to read, which are the MACH-O binary for IOS, Portable executable files for Windows OS, and finally, Executable and Linkable Files for Linux Distributions.

Again, we will go through the coding process and the tools, which are Python libraries, as part of GitHub public repositories in the Technical Issues section.

We note this in the General Issues because it is part of the project's specifications and impacts project planning.

The next problem we encountered was the desertion of the Angr tool, which significantly impacted the project planning and further progress of the project objectives across the project duration.

So, the impingement of time management caused the project schedule and objectives strictly required for completion through the many weeks and months of the project's duration to be delayed by two weeks out of the project's total duration.

For the resolution, we had previously explored two of the three tools during the early research stage of this project, and this means we only had to research and find one tool for the analysis of the IOS malware for the project.

We will discuss this issue with the aspects that affected the project development and functionality later in the report.

However, it is important to mention here that this problem was both a general and technical issue, which is why we mention it in this section.

Another issue was with an element of our specifications for the project, which are the exceptional goals for the project, which is implementing a malware classification system, which, because of the level of complexity involved, was not anticipated an additional week to complete due to complexity and functionality, which we will talk about in the Implementation Difficulties section part of the Technical Issues.

The resolution for this problem was because this did not become an issue that escalated further.

It improved the implementation, which we will discuss more in Technical Issues.

The last problem we did encounter is the web application framework to build.

Our web application encountered some more technical issues, which we will discuss in the Design Deviations and the Implementation Difficulties section, due to the computability issues that arose.

The resolution was simple.

We used a web application framework that was more compatible with Python, which made sense for lightweight web applications that fit our project.

However, we will discuss the technical difficulties in the relevant sections later in the report.

## **Achievements**

Like all projects, some accomplishments happened throughout the process.

Most notably, in our case, we have a decent number of achievements made throughout the journey, from design and planning to development and testing and, finally, our final project or the finished production.

Let us start with the most significant achievements, which were successful.

Despite all the issues we encountered throughout the research and development side of things, we still managed to solve through the journey.

The first achievement was completing the minimum specifications early on in the project's progress.

We had managed to implement a working prototype that could read in binary data, except that it must successfully exclude any file types or binary formats that are not part of our approved binary and file formats.

As stated in a previous section, we built our malware classification system to determine the likelihood of supposed malware files being both malicious and their appropriate malware category or type.

It is to accomplish the highest level of accuracy possible and peer-reviewed to provide clarity for further testing and development reasons accomplished by integrating the Virus Total API to gain a consensus on improvements or fixes needed to improve the malware classification logic.

We successfully implemented the web application frontend and backend through Python.

Finally, we implemented a functional project that allows the malware classification system to run in our simulated terminal window on the web application that can scan multiple files rather than only processing a single file at a time, which is impractical.

We will talk about these functionalities more in the Implementation Difficulties section in Technical Issues.

## **Unachieved Goals**

Exploring the aspects of the project that were unfortunately not achieved.

Luckily, in this journey through our project, we accomplished many of the goals we set out to achieve initially, but we still liked all projects.

We could not incorporate or think of everything we wanted to implement into the project, so here are some goals we did not accomplish.

We would start by incorporating and developing our malware analysis tool, which is a static analysis tool to implement capabilities that can function as a dynamic analysis tool, so a dual analysis tool and develop utilising libraries such as Scapy to implement network analysis element into this tool, would make it an interesting feature to develop.

The last thing we would have liked to include is the ability to set up a basic sandbox environment so we can observe the malware executing in an isolated environment through virtualisation and maybe containerisation with software such as VirtualBox and maybe Docker would be a cool thing to implement if we were working with a more extended project duration.

## **Lessons Learned**

Insights gained throughout the process.

The biggest lesson that we learnt through this process is that soft skills that would include determination, resilience, concentration and consistency were key in this project development and planning, setting out and sticking to strict deadlines the project supervisor set throughout the week to accomplish for the next week, and found that the process due to how high pressured and hands-on makes it very challenging, the ability to be adaptable to make the judgement calls that needed immediate decisions in order to develop a project and final product that we would be proud of dedicating the countless person-hours outside of college that speaks for how far long the project has progressed during the duration of this entire project duration from start to finish.

We have also gained an appreciation for malware analysis due to both researching side of things and a possible career area of interest shortly.

## **Reflections for Future Projects**

Noting all considerations for what could be improved.

Here, we ensure that through this project, we can always try to improve our projects, whether it is the coding to be more professional programming level.

However, we will mention that it would be nice to try and modify this process to make it more efficient and scalable.

One key improvement area could be the tool's ability to analyse and classify a broader range of malware types, making it more robust. In addition, we could refine the user interface to make it more intuitive for novice and advanced users, allowing for more straightforward navigation and understanding of the results.

Automation of specific processes, including integrating machine learning for better detection, could also be explored in future versions. The goal is to continuously enhance the tool's effectiveness while ensuring it remains adaptable to the evolving landscape of cybersecurity threats.

We should add depth to our reflections and provide a more comprehensive view of potential future improvements!

# **Technical Issues**

We will navigate to the second core section of this report, the Technical Issues section.

Here, we will cover the Design Deviations, ensuring we document any deviations affecting the project design and the rationale.

Implementation difficulties are the barriers encountered throughout the project development process and tool and software issues.

We specifically focus on issues concerning the tools and software used in the project development process.

The last section concerns the different Testing Methods we used to thoroughly assess the Final Year Project that benefits in developing the finalised product or project.

## **Design Deviations**

Here, we will explore the changes from the initial design that occurred and the rationale.

So, the project design deviations from the initial design are both about the malware analysis report tool the project is running in the background working on the backend of our website application that is the workaround to implement a GUI frontend for this project mirroring a similar structure to a file dropper web application with inspiration from problems like Virus Total with the addition of a simulated Live terminal window included within the Web Application frontend, along with showing the generated malware reports sorted into Markdown and PDF documents.

So, the design process changed throughout the development process.

We most notably started with a pure terminal or command line output to the screen within an integrated development environment.

In our case, we are using Visual Studio Code to run a given directory for testing purposes, which we will cover in the Testing Section.

We even implemented further development to have our Malware Classifier running through predefined terminal outputs that use our Malware Classifier's classification logic, with additional features that include mitigation recommendations applicable to each Malware type detected.

So, hopefully, we have painted an accurate picture of the genesis of the current design to the finalised product, which is our frontend Malware Analysis Report Generation Web application.

## **Implementation Difficulties**

Here, we mean the specific issues from a technical perspective that affected the overall approach and implementation of the functionalities that impact project development.

Let us start by going over the specifications for the project.

As part of the minimum specifications, our program must generate a professional-looking malware report exported in Markdown and PDF formats filled with the appropriate binary information extracted specifically included within each report, which includes extraction and classification of strings that include base64 detection, extraction and decoding, file entropic calculation through using two dependent python libraries called NumPy and importantly the library SciPy that is dependent on NumPy.

Communicate with the Virus Total Analysis report via the Virus Total Analysis API.

Lastly, we have included the capability of extracting file details through the Python libraries system and OS.

Now that we have the minimum specifications covered, the implementations we will focus on are the Base64 Extraction, Classification and Decoding functionality, so the idea of this function and why we include it in the malware reports to highlight any encoding that may be going on in a given binary file or file type, as this is an indicator of maybe some Base64 encoding implementation here but the problem arises when we attempted to extract the Base64, even though we tried implementing the strictest criteria possible to account for any hallucinations that might of occurred such as strings that specify file paths would be mistakenly slip past our criteria, so we decided to account for this by creating a simple block list to tell to reject all possible strings that may fit the criteria for Base64 encoded strings do to the file length being divisible by four and following the alphanumeric and safe URL encoding achieved through the use of padding being accounted as part of the matching a simple regular expression pattern we implemented into our Base64 extraction and classification logic as this ensures we reduce the number of false positives and ensure we have strong and accurate functionality as this does not cause a knock on affect to the Decoding process which is essential for the decoding process to work correctly.

Another implementation difficulty we encountered was the malware classification system.

We initially wanted to scan and classify our malware samples by scanning an extensive collection of Yara rules, which, since malware researchers curate and create these rules, should not require any additional programming logic.

However, we will mention more in the Tools and Software Issues section.

However, instead, it required us to create a classification logic for each malware type based on criteria like API calls that work for Portable Executables, Executable and Linkable Format and Macho.

Another thing we encountered was putting the YARA rules under its malware category so that we could still check our collection of YARA rules under its category.

## **Tool and Software Issues**

Here, we will go over the tools and software issues we faced throughout the project's development that affected the project's main functionality.

Here, we will cover the Tools and Software issues encountered, including trying to host our web application through a web hosting service that is most compatible with project files that make up our entire project, the issues with our web application, the tools and we will focus on the base64 functionality issue that we did not highlight already from a previous section, the issue that caused us to drop incorporating Angr entirely and highlight the primary tools we used for handling the binary classification for us, which was Pefile ( Portable Executables ), Pyelftools ( Executable and Linkable Format ) and finally for our MACHO utilising macholib,

Starting with the Base64 functionality issues, the problem we mentioned involved false positives.

We incorporated a fix that was our block list to ensure we could make our Base64 Extraction, Classification and Decoding feature robust.

However, we did before our fix even had to incorporate not only a stricter regex or regular expression to utilise the Safe URL encoding implementation to our Base64 standard criteria, but we still found that we were incorporating decoding outputs that are not the printable ASCI text to render the output readable, the reason we found is that unless we programmed extra conditional logic only to allow stricter criteria for the decoding process to work as intended, we have specified as well that unless Base64 string was of a specific length that would ensure that we only accept both the encoding scheme and the decoding output that we deemed appropriate to add into our malware reports.

So, it meant that we needed to ensure that not only did we accept decoded output that fits printable text but also, we had to incorporate logic that only added and detected Base64 encoded strings that were not just divisible by four but were of lengths that are multiples of four as well to ensure we only accept actual Base64 encoded strings.

The next thing is the Angr tool.

We initially started by utilising a preexisting open-source tool specialising in handling binary analysis for Linux, Windows, and macOS.

We encountered a lot of depreciated dependencies or libraries and functions, and it caused too much hardship than it was worth.

There was an intense learning curve in understanding and using Angr correctly, which we would like to incorporate if we had an extended project duration.

Unfortunately, we concluded that we had to abandon utilising this tool and use the tools we will mention next.

So the tools we are utilising are Macholib python module for handling the analysis and evaluation of macho binary, specify extracting the import and export functions and the string location since macho is the most complex when compared to Linux's ELF and Windows PE, which are more straightforward in there approach so that was difficulty because macho binary and its macho binary file types associated supports multi-architecture when it comes to MACHO application file types, it makes detecting the magic numbers associated with this binary type is not as straightforward here is typical application file types like .bundle, .a, dsmeg and so on.

Nevertheless, this required programming conditional logic to extract the strings from sections such as TEXT and DATA, the common areas for extracting strings, and the sections that import and export functions in MACHO, ELF, and PE.

We had to develop functions to classify, run, and execute our Yara rules, which we are utilising as a failsafe solution that involves collecting many Yara rules.

As these rules are not always valid, that was an unexpected issue.

As a result, we created the following functions to solve the issue.

We had to find a prime candidate to allow us to host our web application easily and integrate it with the Flask application framework.

After countless tries, we stumbled onto a platform called Render that allows us to host our web application by setting up a simple file filed with all the dependencies we need to successfully deploy our web application utilising our GitHub latest comments or changes made to our files that make up our web application and the whole project.

## **Testing Methods**

In this section, we aim to adequately describe all the testing procedures using the effectiveness metric in the overall journey through the functionality and development.

We started first by evaluating our malware analysis tool on existing malware samples.

The testing method here involved downloading a diverse collection of malware samples and searching the internet for existing malware samples that required searching for malware samples specific to each operating system I am trying to classify and detect effectively.

For example, we will source some of these resources that were everything from GitHub Public repositories like the official Practical Malware Analysis-Labs, Macos-Malware-Samples, and the Linux-Malware-Samples are just some of the many malware samples that were utilised in this project, as well as MalwareBazaar for some compare and contrasting between older samples of the same malware vs the latest versions of these malware samples.

We also used a collection of binary samples from a GitHub repository to compare the reliability of our malware analysis tool's binary analysis and extraction capabilities to ensure the primary minimum functionalities work as intended.

Finally, the primary testing method is the incorporation, from a programmable perspective, of much error handling through debugging of our code for both the Flask web application and all the files and programs that are essential for running and handling the processing of the malware samples working on the backend of things.
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